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**Copie à rendre**

**Bloc 3 – Développement d’une solution digitale avec Python**

Documents à compléter et à rendre
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Dossier 1 : Spécifier une solution digitale

* 1. **Énumérez toutes les fonctionnalités attendues par le client sous forme d’User Story (agilité)**

Vous trouverez ci-dessous les fonctionnalités attendues par le client sous forme d’User Story. Le lien Figma suivant présente les wireframes de ces fonctionnalités pour faciliter le développement du site.

<https://www.figma.com/file/s92JVBp4oGD4JyaSk6LQWc/Untitled?type=design&node-id=0%3A1&mode=dev&t=4lgGEL9gOwVbKrn7-1>

**1. User Story: Consulter le site des Jeux Olympiques**

En tant que visiteur, je souhaite avoir accès au site « Jeux Olympiques France » pour m’informer des épreuves proposés.

**Utilisateur :** Visiteur  
**Cas d'Usage :** Découvrir les différentes épreuves du site « Jeux Olympiques »   
**Contexte :** Les visiteurs peuvent chercher les détails de l’évènement (épreuves, prix, date).  
**Critères de Validation :** Les visiteurs doivent facilement naviguer sur le site pour trouver des informations sur les épreuves, les prix, les dates, les lieux, etc.

**Prérequis :** Il n’ya pas de prérequis spécifique, tous les visiteurs peuvent accéder au site sans besoin de créer un compte.

**Actions Possibles :**

* Consulter les différentes épreuves des Jeux Olympiques.
* Naviguer à travers les pages du site pour découvrir les détails de chaque épreuve.

**Fonctionnalités Déclenchées :** Cette action ne nécessite pas de fonctionnalité spécifique déclenchée.

**2. User Story: Visualiser des Offres de Tickets**

En tant que visiteur, je souhaite visualiser les offres de tickets disponibles solo, duo et familiales.

**Utilisateur :** Visiteur  
**Cas d'Usage :** Voir les différentes offres de tickets disponibles.  
**Contexte :** Les visiteurs désirent sélectionner le ou les types de billet qui correspond à leurs besoins.  
**Critères de Validation :** La disponibilité et le détail des offres sont clairement visibles par les visiteurs.

**Prérequis :** Il n’ya pas de prérequis spécifique, tous les visiteurs peuvent accéder aux offres sans connexion.
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**Actions Possibles :**

* Visualiser la disponibilité des différentes offres ainsi que les détails et les tarifs.
* Sélectionner une ou plusieurs offres et l'ajouter au panier.

**Fonctionnalités Déclenchées :** L'ajout d’un type d’offre au panier déclenche la fonctionnalité de la gestion de la commande.

**3. User Story : Sélectionner et ajouter au panier**

En tant que visiteur, je désire sélectionner une ou plusieurs offres dont j’ai besoin et l'ajouter à mon panier pour passer une réservation.

**Utilisateur :** Visiteur  
**Cas d'Usage :** Sélectionner une ou plusieurs offres de ticket et l'ajouter au panier.  
**Contexte :** Les visiteurs souhaitent réserver leurs billets.  
**Critères de Validation :** L’offre et le détail de la sélection sont visibles dans le panier.

**Prérequis :** Il n’ya pas de prérequis spécifique, tous les visiteurs peuvent accéder aux offres sans connexion.

**Actions Possibles :**

* Sélectionner une plusieurs offres (solo, duo, familiale) pour l'ajouter au panier.
* Visualiser le détail des offres choisies dans le panier.

**Fonctionnalités Déclenchées :** La gestion du panier déclenche la fonctionnalité de la demande connexion de l’utilisateur (ou création de son compte) pour poursuivre le processus de réservation.

**4. User Story : Gérer des offres (Administrateur)**

En tant qu'administrateur, je souhaite pouvoir paramétrer les offres de tickets sur le site pour ajouter, modifier, visualiser ou créer de nouvelles offres.

**Utilisateur :** Administrateur  
**Cas d'Usage :** Afficher, ajouter, modifier ou créer de nouvelles offres de tickets.  
**Contexte :** Les développeurs du site « Jeux Olympiques » souhaitent paramétrer les offres pour qu’elles soient à la disposition des visiteurs et des utilisateurs.  
**Critères de Validation :** L'administrateur a la possibilité d’effectuer l’ensemble des actions nécessaires liées à la gestion des offres.

**Prérequis :** Il est nécessaire d’être connecté en tant qu'administrateur.

Référence : EXACBBDAPDSDP61A\_313892\_20231029192242

**Actions Possibles :**

* Visualiser les offres existantes.
* Ajouter de nouvelles offres.
* Modifier les détails ou les tarifs des offres existantes.
* Supprimer des offres.

**Fonctionnalités Déclenchées :** Le paramétrage des offres gère la disponibilité des offres et leur affichage sur le site.

**5. User Story : Réserver des billets**

En tant que visiteur, je souhaite sélectionner un ou plusieurs types de billet (solo, duo, familial) et transmettre mes informations personnelles pour finaliser ma réservation.

**Utilisateur :** Visiteur  
**Cas d'Usage :** Sélectionner un billet, transmettre des données personnelles et terminaison la réservation.  
**Contexte :** Les visiteurs désirent acheter leurs billets.  
**Critères de Validation :** Le processus de réservation peut être compléter par le visiteur sans difficulté.

**Prérequis :** Les visiteurs doivent s’authentifier et fournir des informations personnelles pour finaliser la réservation.

**Actions Possibles :**

* Sélectionner le type de billet (solo, duo, familial).
* Renseigner les informations personnelles lors de la réservation.
* Finaliser le processus de réservation en effectuant le paiement.

**Fonctionnalités Déclenchées :** La réservation des tickets déclenche la procédure de paiement sécurisé.

**6. User Story : Gérer les comptes utilisateurs (Administrateur)**

En tant qu'administrateur, je souhaite gérer et consulter les données utilisateur pour assurer la sécurité et la conformité.

**Utilisateur :** Administrateur  
**Cas d'Usage :** Gérer les données utilisateur.  
**Contexte :** L’administrateur souhaite assurer la conformité et la sécurité des données personnelles via un compte.  
**Critères de Validation :** L'administrateur peut accéder aux informations utilisateur de manière sécurisée.

**Prérequis :** Connexion en tant qu'administrateur nécessaire.
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**Actions Possibles :**

* Consulter les informations utilisateur.
* Gérer les comptes utilisateur (création, modification, suppression).

**Fonctionnalités Déclenchées :** Les actions effectuées par l'administrateur instaure un compte utilisateur sécurisé exploitable par le visiteur.

**7. User Story : Créer un compte utilisateur**

En tant que visiteur, je souhaite créer un compte en fournissant mon nom, prénom, adresse e-mail et mot de passe sécurisé pour accéder à mes réservations.

**Utilisateur :** Visiteur  
**Cas d'Usage :** Créer un compte en indiquant des données personnelles.  
**Contexte :** Les visiteurs souhaitent continuer leur processus de réservations et sécuriser leur compte.  
**Critères de Validation :** Les visiteurs peuvent s'inscrire et accéder à leur compte.

**Prérequis :** Récupérer les coordonnées des visiteurs. Les utilisateurs doivent avoir une adresse email valide.

**Actions Possibles :**

* Remplir le formulaire d'inscription avec le nom, le prénom, l’adresse e-mail et le mot de passe de l’utilisateur.
* Créer un compte utilisateur.

**Fonctionnalités Déclenchées :** Un e-mail de confirmation est envoyé à l'utilisateur après l’inscription.

**8. User Story: Générer automatiquement une Clé au moment de la création du compte (Administrateur)**

En tant qu'administrateur, je souhaite qu'une clé soit générée automatiquement au moment de la création du compte utilisateur, et qu’il soit uniquement visible par l'organisation des Jeux Olympiques.

**Utilisateur :** Administrateur   
**Cas d'Usage :** Générer une clé lors de la création d'un compte utilisateur de manière automatique.  
**Contexte :** L’administrateur souhaite garantir la sécurité des comptes utilisateurs.  
**Critères de Validation :** La génération de la clé se fait de manière transparente et visible uniquement pour l'administrateur.

**Prérequis :** La clé est générée après que l’utilisateur a créé son compte.

**Actions Possibles :**

* Générer automatiquement une clé unique au moment de la création du compte utilisateur.
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**Fonctionnalités Déclenchées :** La clé générée sera utilisée pour des procédures de sécurité, et sera accessible uniquement par l'administrateur.

**9. User Story : Authentifier l’utilisateur pour sa sécurité**

En tant qu'utilisateur, je souhaite être authentifié de manière sécurisée pour finaliser ma réservation et effectuer le paiement.

**Utilisateur :** Visiteur  
**Cas d'Usage :** Authentifier le visiteur de manière sécurisée pour finaliser la réservation sur son compte.  
**Contexte :** L’administrateur souhaite assurer l'intégrité des transactions et des données utilisateur.  
**Critères de Validation :** Le processus d'authentification évite l’usurpation d’identité.

**Prérequis :** Connaître son identifiant et son mot de passe. Posséder une adresse email valide.

**Actions Possibles :**

* S'authentifier en tant qu'utilisateur avec les identifiants créés lors de l'inscription.

**Fonctionnalités Déclenchées :** Après l'authentification, l'utilisateur peut accéder à ses fonctionnalités spécifiques (réservation, gestion de compte, etc.).

**10. User Story: Suivre le processus de paiement sécurisé**

En tant qu'utilisateur, je souhaite effectuer un paiement sécurisé en ligne pour confirmer ma réservation de billet.

**Utilisateur :** Visiteur  
**Cas d'Usage :** Effectuer un paiement sécurisé en ligne pour confirmer la réservation.  
**Contexte :** Le visiteur souhaite une garantie de la confidentialité des transactions financières.  
**Critères de Validation :** Les paiements sont traités de manière fiable et sécurisée.

**Prérequis :** Avoir sélectionné des billets à réserver.

**Actions Possibles :**

* Payer avec sa carte bancaire en ligne pour confirmer la réservation des billets.

**Fonctionnalités Déclenchées :** Après le paiement, les billets réservés sont confirmés et sécurisés pour l'utilisateur.

**11. User Story : Générer une clé de sécurité après le paiement**

En tant qu’administrateur, je souhaite générer une clé de sécurité supplémentaire au moment du paiement pour sécuriser le billet.
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**Utilisateur :** Administrateur  
**Cas d'Usage :** Générer une clé de sécurité supplémentaire lors du paiement.  
**Contexte :** Les Jeux Olympiques souhaitent renforcer la sécurité des billets achetés pour éviter les usurpateurs.  
**Critères de Validation :** La clé est générée de manière automatique et fiable.

**Prérequis :** Avoir finalisé le processus de paiement.

**Actions Possibles :**

* Générer automatiquement une clé supplémentaire pour sécuriser les billets achetés.

**Fonctionnalités Déclenchées :** La clé générée est utilisée pour vérifier l'authenticité des billets et des visiteurs lors de l'événement.

**12. User Story : Vérifier les billets**

En tant qu'organisateur, je souhaite vérifier les billets le jour de l'événement en utilisant la combinaison des clés (heure d'achat + nom de l'utilisateur) pour garantir leur authenticité.

**Utilisateur :** Organisateur  
**Cas d'Usage :** Vérifier les billets le jour de l'événement en utilisant les clés générées.  
**Contexte :** L’organisateur souhaite assurer l'authenticité des billets présentés.  
**Critères de Validation :** La vérification des billets par QR code doit permettre un contrôle efficace et rapide.

**Prérequis :** L’utilisateur doit présenter son billet pour être scanné par le contrôleur.

**Actions Possibles :**

* Vérifier les billets présentés lors de l'événement en utilisant les clés générées.

**Fonctionnalités Déclenchées :** Les billets sont validés pour permettre l'utilisateur d’accéder aux épreuves.

Les User Stories ci-dessus respectent les besoins du clients et permettent donc de couvrir les fonctionnalités clés nécessaires au bon fonctionnement du site web.
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* 1. **Quels sont les éléments que vous allez sécuriser ? Comment allez-vous procéder ?**

La sécurité constitue une priorité essentielle pour le développement de l’application.

L’application peut être vulnérable : des individus malveillants peuvent compromettre un serveur web, accéder à des données sensibles ou causer d'autres types de préjudices. Ces failles proviennent souvent au niveau des entrées utilisateurs, l’attaquant exploite les erreurs de codage pour récupérer des informations sensibles. Nous veillerons à nous défendre des types d’attaques suivants : attaques par injection de code, XSS, CSRF et Hijacking.

Les éléments à sécuriser sont les suivantes:

**1-Authentification et autorisation des comptes :**

**Élément à sécuriser :** Les mécanismes d'authentification pour les comptes administrateurs et utilisateurs.

Pour renforcer la sécurité contre les attaques par injection de commande, il est crucial de mettre en place des mesures de sécurité pour traiter correctement les entrées utilisateur.

**Méthode :** On utilisera un système d'authentification robuste comme celui intégré dans Flask. On veillera à ce que seulement les utilisateurs authentifiés soient autorisés à accéder aux fonctionnalités administrateur ou utilisateur.

**2-Communication avec la base de données :**

**Élément à sécuriser :** Les interactions avec la base de données.

L’attaquant peut exécuter du code SQL malveillant sur le serveur de base de données en exploitant une faille de sécurité au niveau des entrées utilisateur dans le but d’extraire des informations sensibles ou même prendre le contrôle du serveur.

**Méthode :** On utiliser les fonctionnalités intégrées de Flask pour intéragir avec la base de données de manière sécurisée. Afin de valider et filtrer les entrées utilisateurs, nous utiliserons les requêtes préparées. Ce sont des marqueurs de paramètres qui sont remplacés par les valeurs appropriées au moment de l'exécution de la requête, de cette manière l'attaquant ne peut pas accéder à la base de données avec ses entrées malveillantes.

**3- Authentification de la session et autorisation du paiement:**

**Élément à Sécuriser :** L’authentification et la confidentialité du paiement

On peut être victime d’une attaque Hijacking qui a lieu après que l’utilisateur se connecte à sa session et valide les cookies du site légitime. L’attaquant essaye ensuite de détourner l’attention de l’utilisateur pour l’emmener sur un site malveillant et soutirer ses informations dans un formulaire malveillant. Vue que la méthode POST est authentifié par le serveur, cela permet à l’attaquant d’avoir accès à la base de données si l’utilisateur fournis ses informations sur un formulaire malveillant.

**Méthode :** La méthode pour éviter cette attaque est de générer des jetons CSRF au moment de la connexion (jeton de la session) et au moment de la requête du formulaire (jeton envoyé par le formulaire). L’authenticité de l’utilisateur sera vérifiée par la conformité des 2 jetons.

**6-Sécurité des URL et des fichiers téléchargés :**

**Élément à Sécuriser :** Les fichiers envoyés par les utilisateurs.

Les attaques d’inclusion de fichiers sont le fait d'inclure le contenu d'un fichier dans un autre fichier. Les attaquants localisent une variable non filtrée du code pour injecter un fichier local.

**Méthode :** Pour éviter cela, il est important de valider et filtrer toutes les entrées utilisateur (champs formulaire ou recherche), comme les paramètres d'URL, les formulaires et les cookies, pour s'assurer de minimiser les risques de piratage. Par ailleurs, on pourrait limiter les types de fichiers autorisés et stocker les fichiers en dehors du répertoire web pour éviter les attaques basées sur les fichiers.

**6-Gestion des Erreurs :**

**Élément à Sécuriser :** Les messages d'erreur.

**Méthode :** On personnalisera les messages d'erreur pour ne pas révéler d'informations sensibles tells que les identifiants, les mots de passe ou les coordonnées bancaires. Le log d’erreurs sera stocké côté serveur.

**7-Déploiement Sécurisé :**

**Élément à Sécuriser :** Le processus de déploiement.

**Méthode :** On utilisera des connexions sécurisées (HTTPS) pour le déploiement. On s'assurera que les dépendances et les serveurs sont à jour pour éviter les vulnérabilités connues.

* 1. Évoquez les choix techniques que vous avez choisis concernant votre application et justifiez-les (tout en faisant référence au besoin client)

Les choix techniques pour le développement de l'application sont essentiels pour répondre aux besoins du client. Voici les choix techniques que j'envisagerais, en justifiant chacun d'eux en référence aux besoins spécifiques du client :

1. Front-end : HTML/Javascript/Jinja2

Justification : HyperText Markup Language nous servira de balise de langage pour créer et structurer le contenu de nos pages web afin que l’utilisateur puisse visionner le détail des informations du site. HTML utilise des éléments encadrés par des chevrons <> qui indique au navigateur comment afficher le contenu (texte, image, vidéo et audio). La technologie HTML sera associé à la technologie CSS (Cascading Style Sheets) pour le stylage et la mise en forme des pages, et avec la technologie JavaScript pour la création de pages web interactives et dynamiques. Javascript est un langage de script côté client qui permet d’exécuter les actions de l’utilisateur tels que les clics de souris et les envois de formulaires, par exemple pour la connexion du compte utilisateur, la sélection des offres ou le processus de paiement.

Le choix de HTML avec le moteur de modèle Jinja2 permet de développer le site beaucoup plus facilement tout étant modulable et flexible, c’est-à-dire de répondre au besoin du client plus facilement et rapidement. Jinja2 est un moteur de template pour Python qui permet de générer des pages web dynamiques en utilisant des modèles HTML tout en s’intégrant avec le framework Flask.

2. Communication Front-end/Back-end : API REST

Justification : Nous utiliserons un style d'architecture logicielle pour les systèmes distribués API REST (Representational State Transfer) pour relier le front end et le back end de notre application.

L’API REST est une interface de programmation qui permet de concevoir, de développer des services web interconnectés et qui permet aux utilisateurs par la suite d’accéder et d’exploiter des données et fonctionnalités identifiée par une URI (Uniform Resource Identifier). En effet, les ressources sont définies par des URI et sont manipulées à l'aide d'opérations standardisées telles que GET, POST, PUT et DELETE. L’API REST se base sur le protocole HTTP pour communiquer avec les différents systèmes distribués. Cela permet aux clients de soumettre des requêtes HTTP aux différentes ressources lié à l’API REST pour créer (saisie de l’adresse email, nom et prénom pour la création de compte utilisateur), obtenir des données (authentification du compte et des billet) ou les modifier (changement d’offres).

3. Back-end : Flask (Python)

Nous utiliserons le framework Flask qui fonctionne avec le langage Python pour créer notre API REST. Flask fournit une structure de base pour développer notre application et ce framework permet d’implémenter notre architecture logicielle API REST en définissant des routes et des fonctions de vue qui structureront les fonctionnalités de notre application. Flask offre plusieurs fonctionnalités telles qu’un serveur de développement, un débogueur intégrés pour l’exécution et le débogage de notre application, un système de routage qui associe des URL à des fonctions Python (vues) pour gérer les requêtes. L’architecture modulaire et enfichable de l’API REST permet de prendre en charge les extensions pour ajouter des caractéristiques et des fonctionnalités supplémentaires tels que l’intégration d’une base de données, l’authentification et les formulaires.

Nous utiliserons Flask-RESTful qui est une extension de Flask pour simplifier la gestion des routes de Flask en utilisant sa classe ressources et en fournissant un décorateur afin d’associer les méthodes HTTP aux ressources. Il intègre la validation des données entrante pour être conforme aux attentes, la gestion des erreurs spécifique à l’API, et la sérialisation des données pour formater les réponses http (conversion objet Python en JSON).

4. Base de données : PostgreSQL

Justification : Nous utiliserons le Système de Gestion de Bases de Données (SGBD) Postgre SQL afin de manipuler les données et les sotcker. Il permet de stocker les données dans des tables, de définir des relations entre les tables, d’exécuter des requêtes SQL pour récupérer les données, gérer les utilisateurs et les autorisations.

PostgreSQL est un choix judicieux en raison de sa fiabilité, de ses performances et de ses fonctionnalités avancées. Il est bien pris en charge par le micro framework Flask et offre des fonctionnalités de sécurité robustes. En outre, il est conforme aux exigences du client.

5. Sécurité : Utilisation des extensions de Flask

Justification : Bien que Flask ne propose pas certaines fonctionnalités de sécurité directement intégrées dans son noyau, c’est un micro framework qui intègre des extensions pour rajouter des fonctionnalités de sécurité. L’extension SQLAlchemy permet d’éviter, via des requêtes préparées, les attaques par injection de commande et par injection SQL.

L’extension Jinja2 permet d’éviter les attaques XSS (Cross-Site Scripting).

Les extensions Flask-SeaSurf (pour la protection CSRF) et Flask-Session permettent d’éviter les attaques Hijacking. Cela répond au besoin du client en matière de sécurité des données.

6. Déploiement : Digital Ocean

Justification : Nous utiliserons le fournisseur de service d’hébergement Cloud « Digital Ocean » pour nous concentrer sur notre code, éviter la gestion de l’infrastructure de développement et diminuer nos coûts. C'est un service de déploiement moderne qui offre la scalabilité lorsque l’augmentation du trafic nécessitera d’augmenter les ressources. Cela assure une gestion efficace des ressources tout en répondant aux besoins du client en matière de déploiement.
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Dossier 2 : Développement de la solution

**2.1 Développez la solution demandée par le client, pour ce faire vous devrez également :**

**- Produire le MCD (Modèle conceptuel de données)**

Voir fichier Draw.io « MCD » dans le Git.

**-Effectuez une gestion de projet**

**o Fournissez l'outil de gestion de projet que vous avez utilisé suivant la méthode KANBAN**

Pour la gestion de projet, j'ai utilisé un tableau Kanban pour suivre les tâches et leur progression. J'ai choisi Trello, un outil de gestion de projet en ligne, qui offre une interface intuitive et flexible pour organiser les tâches. Le tableau est visible en suivant le lien suivant :

<https://trello.com/invite/b/yhxQkOvs/ATTId027c7062f549874fb4f003c0084c55aA23B3E20/projet-jeux-olympiques>

Voici une représentation simplifiée du tableau Kanban utilisé :

**Tableau Kanban sur Trello :**

• Colonnes du Tableau :

1. À faire : Liste des tâches à accomplir.

2. En cours : Tâches en cours de développement ou de test.

3. À Réviser : Tâches terminées, en attente de révision.

4. Terminé : Tâches terminées et révisées avec succès.

• Cartes de Tâches : Chaque tâche est représentée par une carte sur laquelle sont indiqués le titre de la tâche, une description détaillée, les membres de l'équipe responsables, et toute date limite associée.

• Membres de l'Équipe :Chaque membre de l'équipe est représenté par une icône sur les cartes correspondant aux tâches dont il est responsable.

• Labels :Des labels sont utilisés pour marquer certaines tâches en fonction de leur nature (ex: "Fonctionnalité", "Sécurité", "Documentation", "Fonctionnalité").

Cette méthode Kanban offre une visibilité en temps réel sur l'avancement du projet, permettant à l'équipe de rester organisée et réactive aux changements.
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**-Produire une documentation technique**

**o Cette documentation devra aborder la sécurité, mais également, des évolutions futures de votre application.**

La documentation technique est présente ci-dessous.

1. Architecture et conception :

La style d'architecture logicielle en systèmes distribués API REST nous permet de structurer et concevoir convenablement les modules à a savoir le front end avec HTML/CSS/Javascript et Jinja2 et le back end composé de Flask, de ses extensions, et de PostgreSQL.

1. Installation et configuration :
2. API et services :
3. Bases de données et modèle de données :
4. Fonctionnalité et composants :
5. Convention de codage et bonnes pratiques :
6. Tests et débogages :
7. Maintenance et évolution :

Référence : EXACBBDAPDSDP61A\_313892\_20231029192242

**-Produire un manuel d'utilisation**

**o Conception d'une documentation permettant a l'utilisateur d'utiliser votre application, on peut voir cela comme un « tuto »**

Ce manuel d'utilisation, considéré comme un tuto, fournit une introduction rapide aux fonctionnalités principales de l'application.

**Manuel d'Utilisation (Tutoriel)**

Accéder à l'Application :

1. Rendez-vous sur le site web.
2. Visitez les différents évènements disponibles.

Sélectionner une offre :

1. Cliquez sur l’offre désirée.
2. Cliquez sur "ajouter article"
3. Vérifier le récapitulatif de la commande de votre billet
4. Connectez-vous ou créer un compte en indiquant votre nom, prénom et email.

Procéder au paiement :

1. Validez votre commande.
2. Renseignez vos coordonnées bancaires.
3. Suivez le processus de paiement.
4. Télécharger vos billets électroniques.

**BACK-END :**

**Le client vous impose :**

**o D'effectuer un back-end**

**o D'effectuer une application dynamique avec du JavaScript (le JavaScript**

**permet de contacter votre back-end sans rechargement de page)**

**o Mettre en place des tests et produire un rapport détaillant le pourcentage**

**de code total couvert par les tests**

**o Déploiement en ligne**

Voir le répertoire « AppJoDepot » sur Git.

https://github.com/SARHIRI83/AppJoDepot.git